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We briefly introduce the line of research on the verification of data-aware processes, with the in-
tention of raising more awareness of it within the automated reasoning community. On the one
hand, data-aware processes constitute a concrete setting for validating and experimenting with au-
tomated reasoning techniques. On the other hand, they trigger new genuine research challenges for
researchers in automated reasoning.

1 Introduction

Contemporary organizations rely more and more on business processes to describe, analyze, and regu-
late their internal work. Business process management (BPM) is now a well-assessed discipline at the
intersection between operations management, computer science, and IT engineering. Its grand goal is to
support managers, analysts, and domain experts in the design, deployment, enactment, and continuous
improvement of processes [21].

One of the essential concepts in BPM is that of a process model. A process model explicitly describes
which tasks have to be performed within the organization (such as check order) in response to external
events (such as receive order request), and what are the allowed courses of execution (such as deliver
order can only be executed if check order has been successfully completed). Several process modeling
languages have been proposed for this purpose, such as BPMN [35], UML Activity Diagrams [26], and
EPCs [1]. Verification and automated reasoning techniques are in this respect instrumental to formally
analyze process models and ascertain their correctness before their actual deployment into corresponding
BPM systems.

Traditionally, formal analysis of process models is limited to the process control flow, represented
using variants of bounded Petri nets or finite-state transition systems (depending on how concurrency is
interpreted). This, however, does not reflect the intrinsic, multi-perspective nature of processes and their
corresponding models. In particular, process tasks are executed by resources based on decisions that
depend on background and process-related data, in turn manipulated upon task execution.
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2 Verification of Data-Aware Processes

In this multi-perspective spectrum, the last two decades have seen a huge body of research dedicated
to the integration of data and process management to achieve a more comprehensive understanding on
how data influence behavior, and how behavior impact data [38, 20, 37].

The corresponding development of formal frameworks for the verification of data-aware processes
has consequently flourished, leading to a wide plethora of formal models depending on how the data and
process components, as well as their interplay, is actually represented.

One stream of research followed the artifact-centric paradigm, where the main focus is that of per-
sistent business objects (such as orders or loans) and their lifecycle [41, 8]. Here, variants of the same
model are obtained depending on how such business objects are represented. Notable examples are:
(i) relational data with different kinds of constraints [18, 6, 32], (ii) relational data with numerical values
and arithmetics [15, 19], (iii) tree-structured data [7]. Also more minimalistic models have been brought
forward, capturing data-aware processes as a persistent data storage evolved through the application of
(conditional) actions that may inject external, possibly fresh values through service calls reminiscent of
uninterpreted functions. Two variants of this model have been studied, the first considering persistent re-
lational data with constraints [5, 2], the second operating over description logic knowledge bases whose
extensional data are interpreted under incomplete information, and updated in the style of Levesque
functional approach [28, 14].

Another stream of research followed instead the more traditional activity-centric approach, relying
on Petri nets as the underlying control-flow backbone of the process. Specifically, Petri net-based models
have been enriched with: (i) data items locally carried by tokens [39, 31], (ii) data registers with numer-
ical and non-numerical values [16], (iii) tokens carrying tree-structured data [4], and/or (iv) persistent
relational data manipulated with the full power of FOL/SQL [17, 34].

Last but not least, the interplay between data and processes has been studied to build solid founda-
tions for “many-to-many” processes, that is, processes whose tasks co-evolve multiple different objects
related to each other (such as e-commerce companies where each order may correspond to multiple
shipped packages, and each package may contain items from different orders). Implicit (data-driven) [3]
and explicit (token-driven) [22] coreference and synchronization mechanisms have been proposed for
this purpose.

On top of these formal models, several verification tasks have been studied. On the one hand, they
consider different types of properties, ranging from fundamental properties such as reachability, safety,
soundness and liveness, to sophisticated formulae expressed in linear- and branching-time first-order
temporal logics [8]. On the other hand, they place different assumptions regarding how data can be
manipulated, and whether there are read-only data whose configuration is not known. The resulting
verification problems are all undecidable in general, and require to properly tame the infinity arising
from the presence of data.

All in all, we believe this wide spectrum of verification problems constitutes an extremely interesting
application area for automated reasoning techniques. On the one hand, data-aware processes constitute
a concrete setting for experimenting symbolic techniques developed within automated reasoning, so as
to enable reasoning on the evolution of data without explicitly representing them. In addition, given
the applied flavor of BPM, the feasibility of assumptions and conditions imposed towards guaranteeing
good computational properties (such as decidability or tractability) can be assessed in the light of end
user-oriented modeling languages and their corresponding modeling methodologies. On the other hand,
data-aware processes trigger new, genuine research challenges for researchers in automated reasoning,
arising from the subtle, yet necessary interplay between control-flow aspects and volatile and persistent
data with constraints.

To substantiate this claim, we briefly describe next one particular verification problem where auto-
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mated reasoning techniques are very promising.

2 The Concrete Case of Relational Artifact Systems

Artifact systems formalize data-aware processes using three main components: (i) a read-only database
that stores fixed, background information; (ii) a working memory that stores the evolving state of artifacts
throughout their lifecycle; (iii) actions that inspect the read-only memory and the working memory,
and consequently update the working memory. Different variants of this model, obtained via a careful
tuning of the relative expressive power of its three components, have been studied towards decidability
of verification problems parameterized over the read-only database (see, e.g., [18, 15, 7, 19, 11, 12, 9]).
These are verification problems where a property is checked for every possible configuration of the read-
only database, thus guaranteeing that the overall process operates correctly no matter how the read-only
data are instantiated.

In the most recent variants of this model, the read-only database is equipped with key and foreign
key constraints relating the content of different relations. At the same time, the working memory is
relational, with each relation representing an artifact, in principle capable of storing unboundedly many
tuples denoting instances of that artifact [19, 32].

In [11], we took inspiration from this approach, studying the model of so-called relational artifact
systems (RASs). Notably, we connected RASs to the well-established model of array-based systems
within the SMT tradition [24]. This is done in two steps. First, the schema of a read-only database is
represented in a functional, algebraic fashion, where relations and constraints are captured using multiple
sorts and unary functions. Second, each artifact relation within the working memory is treated as a set of
arrays, where each array accounts for one component of the corresponding artifact relation. A tuple (i.e.,
artifact instance) in an artifact relation is then reconstructed by accessing all such arrays with the same
index.

With these notions at hand, from a logical point of view the behavior of a RAS is specified via:
(i) second order variables for artifacts components; (ii) first order variables for “data”, ranging both on
the sorts of the read-only database and on numerical (real, integer) domains. Thus, suitable combinations
of (linear) arithmetics and EUF can be employed for reasoning about RAS systems. Non-determinism in
system evolution is captured via first-order parameters, that is, further existentially quantified variables
occurring in transition formulae, whereas second-order variables updates are functionally determined by
such non-determinism at the first-order level.

On the top of this formal model, various problems arise that can be effectively attacked using tech-
niques and solutions within the automated reasoning community in general, and the SMT community in
particular. We briefly discuss next some of them.
1. By focusing on model checking of safety properties via symbolic backward reachability [24, 25], the

main problem is that of avoiding the existential prefix to grow in an uncontrolled way. This, in turn,
calls for some form of symbol elimination. This is rather easily achieved for second-order variables
– at least when backward search is employed – because, as mentioned above, updates are often func-
tional modulo first-order parameters; however, it is not clear what happens if alternative search strate-
gies are employed, or other relevant properties are checked. At the first-order level, specific challenges
instead arise already in this setting. In fact, while numerical existentially quantified variables can be
eliminated via well-known methods (such as predicate abstraction [23], interpolation [33, 30], model
elimination [29, 36], or even quantifier elimination), the manipulation of variables ranging over the
read-only database appears to require completely different techniques, like cover computation [27].
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Thanks to cover computation, one can in particular overcome the fact that quantifier elimination is
not directly applicable to variables pointing to elements of the read-only database. More technically,
the computation of covers is nothing but quantifier elimination in the model completions of the theory
used to capture the schema and the constraints of the read-only database schema, as shown in [12].
The idea of using model completions when quantifier elimination is not directly available is present
also in [40]. Notably, differently from quantifier elimination in linear arithmetics, cover computation
in the restricted “unary” case required for RASs turns out to be tractable [27, 12].

2. Different types of properties are usually required to be verified in the context of data-aware processes,
where safety is one of the most typical. Nevertheless, a comprehensive research dedicated to SMT-
based techniques for the effective verification of data-aware processes should also consider richer
forms of verification going beyond safety (e.g., liveness and fairness), and richer classes of artifact
systems incorporating concrete data types and arithmetic operations that should explicitly appear in
the specification language.

3. Database instances are typically built on top of finite structures (although they may contain elements
from “value” sorts ranging over infinite domains). Depending on the specific setting under investiga-
tion, this feature may require to introduce specific techniques from finite model theory. In particular,
advanced applications will presumably require: from the foundational perspective, to investigate suit-
able versions of the finite model property; from the applied perspective, to integrate common solvers
with model finders.

4. Interesting variants of RASs arise when the data stored therein are interpreted under incomplete in-
formation, and in the presence of complex ontological constraints expressing background, structural
knowledge of the organisational domain. Transferring model checking techniques such as those re-
called in point 1 above to this richer setting is not at all trivial, as reasoning must now be carried out
tackling two dimensions at once: the temporal dimension along which the artifact systems evolves,
and the structural dimension constraining the manipulated data objects and their mutual relationships.

5. Towards enabling the concrete exploitation of verification techniques, logic-based formalisms used
to formalize RASs or other types of data-aware processes need to be connected to end user-oriented
process modeling languages. This interconnection paves the way towards practical reasoning tasks
that are relevant for end users, but have not yet addressed by the automated reasoning community.
In addition, by considering specific modeling guidelines and methodologies, interesting subclasses
of general formal models such as that of RASs may naturally emerge. It would be then important to
assess whether such subclasses come with interesting computational guarantees for the corresponding
automated reasoning tasks.

We tried to address only some of the most simple problems from the above list. In particular, we have
used RASs as a basis for formalizing a data-aware extension of the de-facto process modeling standard
BPMN [10], and used the resulting approach to conduct an initial benchmark using some process models
from [32], with very encouraging results [13, 11, 10].

To sum up, we believe that by employing both well-established and relatively new techniques, the au-
tomated reasoning community is ready to face the challenges raised by the emerging area of verification
of data-aware processes, providing foundational, algorithmic, and applied advancements.
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