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3. Recursive Programs for Integers

This is a set of exercises to write recursive programs over the integers. For each
program, first develop a solution in pseudo-code. Then code in Java. The results
should be printed to standard output.

1. Greatest common divisor

Write a function with the following (Java) signature:
public static int gcd(int n, int m),

that returns the greatest common divisor gcd(n,m) of two positive integers n
and m. For instance, if n = 21 and m = 11, your function should return 1; if
m = 49, then it should return 7.

1. First, write a recursive version gcdRec. Start with pseudo-code, then refine
the pseudo-code to the Java version.

Hints: Note that gcd(n, m) = ged(n mod m,m) if n > m. What is the
base case of your recursion?

For the Java implementation, write a method that calls gcdRec and prints
the result of the call to standard output.

2. Turn the recursive version into an iterative version gcdIter with a while-
loop. As before, first write pseudocode, then Java code.



2. Binary representation of integers

Write a procedure with the following (Java) signature:
public static void decToBin (int n).

The procedure takes a positive integer n (in decimal) as input and returns its binary
representation Bin(n), printing the bits in the correct order. For instance, if n = 10
it should print 1010.

Hint: Repeatedly divide n by 2 and print the remainders in reverse order, that is,
print the remainder of the first division as the last digit.

1. First, write a recursive version decToBinRec. Start with pseudo-code,
then refine the pseudo-code to the Java version.

Hint: Use the following method: Repeatedly divide n by 2 and print the
remainders in reverse order, that is, print the remainder of the first division
as the last digit.

2. Turn the recursive version into an iterative version decToBinIter. As
before, first write pseudocode, then Java code.

Hint: There is a difficulty with the iterative version that does not show up
in the recursive version: you first compute the least significant digit, but
you have to print it last. To remember the bits that you have computed, but
cannot print yet, you need an additional data structure that was not necessary
in the recursive version.



