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Abstract

In our paper we discuss a system which takes advantage of the possibilities of object oriented software design and implementation on one hand and on the other hand it assists the users in using the same pieces of software several times. This is the so called software reuse, which is applied not only to the code and executable parts of software, but to all results appearing during the life-cycle of a software product. As a multi-user system is discussed it is of extreme importance to provide a persistent knowledge about all aspects of the software to be implemented during its life-cycle. The persistent knowledge of object repositories is used by possibly different users having a a web of shared understanding to result in collaborative problem solving.

1. Introduction

Software reuse is getting to be a critical issue in software development. The past years produced a great advancement in the science and application of both "design for reuse" and "design with reuse". There are different estimates on the amount of reusable software in big software factories, and most experts agree that it is quite unnecessary to start all new software projects from scratch.

On the other hand the object oriented (OO) way of managing software in all phases of its development from problem definition, via requirements specification to testing, including design and implementation, offers great possibilities. The OO way of thinking and of software management makes the possibilities of reuse really useful, as this is the only way to define such objects at the very beginning of problem definition.

which will be alive during the whole life-cycle of the software, and which can eventually be reused in other projects later on.

We suppose having an Object Repository, to facilitate software development. I.e., there is a repository built up from different objects mostly by means of "Design for Reuse" activities. In the following, this repository will be called OR.

OR will be a logically and physically completely distributed system working on different computers of a network, allowing several dependent, or independent users to work on the system simultaneously. It should support the application of different software production (CASE) and other (management, interface, DBMS, etc.) tools under different operating environments. It will be an object oriented (OO) system, consisting of different objects, which we call "objects" in the following. Object oriented and OO software engineering supports software sharing, so its application seems to be the best solution to build up a repository, such as OR.

2. Design with Reuse

In the following, we discuss some issues of effective application of OR in software development; i.e., the "Design with Reuse" issue will be tackled. The most important issues of design with reuse are the following. The users have to:

• make appropriate decomposition and grouping (if applicable) of knowledge about the problem to be solved (specification, code, etc.) to form parts to be used as a basis of finding solutions to the given parts of the problem. This requires a good knowledge of OR and perfect knowledge of the task.
• find "matches" in OR, i.e., define which reusable objects of the repository correspond to the appropriately grouped problems (parts).
• decide which object can be reused unchanged and which should be modified for reuse, decide what kind of necessary modifications should be done, and do them by keeping the reusability of the modified objects, if it is worthwhile. To make these decisions, some reusability measures should be defined and used.
• add all parts to the product which were not found in OR, put them into OR if it is worthwhile and finally make system integration.

Now we deal mostly with the "grouping" and "match-making" tasks of the Repository, as we believe that these are the most sophisticated and most important parts of reuse. Grouping is not necessarily an OR task; at the beginning, it will be done by separate means and mostly manually.

We suppose that some AI methods, such as machine learning could be applied and are applied to make classifications and clusterings in OR to increase its applicability.

Grouping of knowledge about the problem to be solved should be done using similar ideas, methods and tools to those used in the repository. However, the size of the task is different, as the Repository contains objects of several products at different levels, and in the case of a new product, we have to group together only the requirements specification.

To avoid a general misunderstanding and misinterpretation in the following, instead of the commonly used "project" we prefer to use the expression "software product", or simply "product" to characterize software products produced by "software development projects''. Such a project generally means a series of modeling and transformation activities to reach
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executable code, documentation, etc. from demands and definitions collected and organized into a requirements specification (RS).

3. Information Contents and Purposes of an Object Repository

OR contains objects which have information about software products on different levels of abstraction, some of which are the following (from the most general to the most specific):

- Requirements specification (texts, figures, charts, etc.)
- Requirements model (e.g., use-case model and/or problem domain model)
- Problem domain model (e.g., object model)
- Analysis model (e.g., object model)
- Design model (e.g., object model and/or interaction diagram and/or state transition diagram)
- Implementation model (source code and executable code)
- Test model (test plan, code and executable code and results)
- Maintenance model (maintenance plan, code, executable code, results)

Not all the products must have all levels of abstraction. Any combination can be imagined depending on the size of the product, and mostly, on the design and development style, how the product is done.

The reusable objects can belong to any product and to any level of the abstraction and they may be product-independent, too.

The objects are:

- sets of objects belonging to given products,
- reusable objects of all levels, not necessarily belonging to any product in OR,
- data, databases,
- other objects (see later).

Most of the above objects are not homogenous, but they are composed from various other objects, such as:

- texts (explanations, manuals, etc.),
- figures, diagrams, tables, charts, etc.
- algorithms, pseudo-algorithms,
- pseudo-code, code, executable code,
- objects, object models,
- movies, sounds, music, etc.

To read (view, show) and write the objects text-editors and graphical editors will be used. However as a multi-media and hyper-media application, video-movies, music, other sounds, etc. will be supported, too.

There are possible other objects in OR, as:

- business plans and strategies,
- management task plans, estimates,
- baselines, change specifications, reuse strategies, reuse guidelines, reuse suggestions reuse inhibitor reports, subject matter libraries, product shells, their documentations, domain model documentations, share objects, special software contracts, design audit trials, justifications, design rationales, change specification scripts, etc.

These are mostly non project and non product-specific and mostly textual objects.

It is obvious that until this point two basic directions (shows) were taken into account to make OR management and applications relatively simple:

- product view, when (all) objects belonging to the same software product are taken into account together. In this case "product" could be a root superclass in the OO view.
- abstraction level view, when (all) objects of the same level of abstraction independently of their origin, from where they were generated belong together. In this case the "abstraction levels" could be the OO root superclasses.

Using any other classification/clustering methods, arbitrary number of further object-groups can be created and managed. Consider just two simple examples:

⇒ alphabetic order of the identifiers of the objects (it does not seem to be very practical, unless for simple searching)
⇒ fields of application (in this case several products may be bound together)

Machine learning possibilities can effectively assist in making more useful, applicable clusters, than our simple examples. (It could be the topic of detailed studies, how to make useful, logically consistent, manageable size clusters.)

A very simple example of such process is the following: we consider the events of having the elements of the repository that are accessed by some users within a short amount of time. If the same event frequently occurs, a link will be established among the objects related to such event, so that each time a user access one of these objects, he or she can see all the other objects connected to it.

Now we suppose to have a big OR full of reusable objects of all types, mentioned earlier, clustered and classified appropriately. Our main task is to start a new project, i. e., a new "product development process".

The new product is understood from the point of view of applying OR. If it is a "really" a new product development, it means starting with the requirements specifications. In this case all objects at all levels could be reused, for which matches can be found for the requirements specification of the new product.

On the other hand the application of OR may be started at any level of abstraction (for example only for design and below, only for coding, or only for testing, etc.). For different sizes (granularities) of products (product, part-product, block, module, etc.), this problem will be discussed later on in detail.
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4. Searching the objects

To address the main task, we have to find an optimal (or at least good) search strategy to use as many objects of OR as possible, or as many as are worthy. Actually the goal is neither to maximize the number of used objects, nor to minimize the length (or weight) of the necessary new development for the product. Actually the goal is to find a way to guarantee a fast, cheap, reliable software development with good, reliable, understandable software results that correspond to all requirements and expectations on one hand and to all general and local standards on the other hand.

In order to identify an object inside the library, there is the need to define some terms, using which it can be searched. Such terms can be partitioned into three classes. The first class specify the identity of the object, i.e., what it is by itself. The second class describes the relations between objects: such relations can be structural as well as semantic: structural relations are the ones which deal with the structure of an object as it is (examples of this class are inheritance and aggregation) whereas semantic relations are the ones that target the concept captured by the object (an example can be two objects being related by a cause-effect connection). The third class comprises the associations between objects that result from the genetic process. In the proceeding of this paper we will call identifier of an object the set of terms of these three classes that help in finding the desired object.

4.1 Basic Search and Browse Strategies

In the case of "small" products, some simple manual search and browse methods could yield good results. However this could be time consuming in the case of a big Repository.

Suggested browsing strategies:

- through all project names,
- through a given project,
- through a given level of abstraction,
- through given level of abstraction of a given project,
- through all identifiers,
- through all programs of a given language,
- through all objects of given reuse level,
- through all objects of a given identifier,
- through the objects of any of the type,
- etc.

Searching can be done according to any definition applicable, such as names of objects (objects), identifiers or object-object relations, etc.

Showing means to show an object of any kind. Generally it will mean the activation of text and graphical editors to show details, as deep as needed. I.e., there may be several layers of information, where the deeper levels may be accessed by means of choosing icons or other symbols on the upper levels. Showing (and/or searching) activities:

- show an object,
- show two objects,
- show given objects,
- show objects with given object-object relations,
- show objects with given descriptors,
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- show connections,
- show projects (in which a given object is involved),
- show requirements (show the objects with the given requirements),
- show documentations (show the objects having the given documentation),
- show identifiers (all identifiers connected to the given object).

4.2. More Intelligent Searching

For "big, complex" products, some intelligent assistance should be given, as in these cases the above given basic search, browse [and show] procedures might not be appropriate. Some expert/decision support systems (AI methods) could assist to use OR in the best way with high efficacy.

As most software products are different, we have to evaluate whether it is worthwhile to develop a unique, special expert system for each product separately. The answer is not necessarily negative, as there exist such products to which the high additional investment of an appropriate expert system would result in lots of savings in the total costs of development.

On the other hand, it seems to be more promising to define the task of the planned expert (decision support) system somehow more generally:

- from the new development side, some clustering of future software products should be performed for which a common advisor (expert/decision support) system, or its appropriately tailored version can be used. It is possible if we know that most new developments will be done in the same - or a similar - field, as e.g., telecommunication or mechanical engineering design
- from the advisor side some generality should be allowed to be tailored according to the given development to be assisted

We are convinced that a good compromise can be achieved in which such an advisor can be developed which is applicable to a relatively wide area of applications with minor tailoring for each application.

Tailoring will mean in most cases to change only some parts of the knowledge base and data base of the system, so we can speak about our planned advisor as an extended expert system shell.

5. Architecture of the system

Such an advisor will have its place between the OR and the USER INTERFACE as it is shown in Table 1. The advisor should be invisible (transparent) for the user if he or she does not need it, and it should afford further services if needed.

![Table 1: Architecture of an Object Repository](image)
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To define the main tasks of the advisor, we have to define what kind of services are needed for a new software product development which cannot be done by the previously given browse/search/show possibilities.

The Concerto Software factory of the SEMA Group (France) approaches new software development from a different way by giving a set of integrated services supporting development mostly in Ada language, using the HOOD object oriented analysis/design methodology. However Concerto does not stress reuse.

The application of OR and the advisors connected to it would be a good example of Cooperative Knowledge Processing as we shall see later.

Cooperative Knowledge Processing (CKP) is the recently known and still rarely used highest level of software application taking into consideration the ingenious role of humans working with software systems.

6. Layers in CKP

In much the same way as the ISO seven layer model for networking, CKP can be built up from four distinct layers - each of which is built on the preceding:

i. The lowest and most fundamental is the "communications" or "data sharing" layer. The data communications layer provides the ability to store, manipulate, and share data elements. This layer contains tools for distributed DBM and inter-process communication.

ii. The second layer consists of "coordinating" or "result sharing". At this level the participating agents proceed largely independently but they share results using the communication layer, and they are influenced by the results of other agents. Tools which operate on this level are typically coupled and do not have much influence on the manner of the problem solving used by their neighbours.

iii. The third layer consists of "cooperation" or "task sharing". At this level the participating agents understand and influence the internal problem solving behaviour of other agents. These agents must possess a shared understanding of each other, the problem at hand, and the emerging results. While this third layer may call upon communication and coordination tools from the lower levels, it provides a degree of integration that is not found at the lower layers. This third layer is the first level which is able to respond to the requirements of system level problems. Indeed, the pattern of interaction among the collaborative problem solvers should mirror the pattern of interacting constraints within the system problem being solved.

iv. The fourth layer is "cooperative knowledge processing" (CKP) and it is built on the lower layers. It adds a "web of shared understanding" to the shared problem solving, result coordination and sharing, and data exchange layers below. This shared understanding forms the context within which true CKP can occur.

Let us take a look at a possible, intelligent application of our OR system, when a large confluence of conflicting technical, market and financial expertise must be resolved. These problems appear mostly in the early phases of product design, when a new product is defined, i.e. sometime during the establishment of the requirements specification. An appropriate tool (a good advisor and its environment, as discussed earlier and will be given later) would enable different field experts (management, market analysts, reuse experts, application and domain analysts, etc.) to simultaneously sit down together at their computers using an electronic blackboard to assist in evaluating and proposing options. The same kind of tool might enable software architects, developers and reuse oriented library hierarchies managers and librarians to enter into discourses or carry on electronic meetings with specific design objectives.

As OR is highly distributed in the logical and physical sense as well, using different computers, operating systems, software tools, database management systems, etc. in the above described activities all layers and most activities of CKP can be found, as:

- communication (= data sharing).
- sharing results in coordination.
- collaboration (=task sharing) (it responds on requirements of system level problems).
- and a web of shared understanding is added to the shared problem solving, result coordination (and sharing) and data exchange.

Some details will be given in the conclusion.

7. Structure and Application of the Advisor

An advisor, as we call the planned expert/decision support system would have different tasks - taking into account the above given CKP application ideas:

○ to assist in the design process at all levels of the design of new software products,
○ to assist individual users and specific groups of users in using OR,
○ to assist in evaluation of some results reached already,
○ to provide feedback to the user and to OR.

If a new product is concerned then most of the problems arise at the requirements specification (RS) level. RS consists of the most diverse, heterogeneous information for a new product.

To find appropriate matches between parts of the RS of a new product and RS objects in OR is a complicated task, but it is worthwhile to try to do it, as if all (possible) matches are done, then all lower level objects are automatically present, too. At least we suppose it as a first approximation, as we assume that the products - the development of which produces the RS objects of OR - were developed completely taking into account the requirements specification design for reuse. In this case mostly system integration tasks should be solved if all matches were found and all objects of all necessary levels are available. System integration will be assisted by using OR, too.

Naturally besides, and prior to the system integration, the missing RS parts and all corresponding lower level objects should be produced, and integration cannot be done automatically, as first the RS level should be completed and then the lower levels. In most cases this will not be a straight-forward activity as feedbacks might be necessary from every lower level to the higher levels, including the RS level. The final, accepted RS and the corresponding lower level objects will compose the new product after some iterations and with the appropriate modifications. During this activity a great number of new objects will be generated; the reusability of all should be carefully checked and only the "good" ones should be added to OR. The rest may be either thrown away or just used as parts of the product for which they were developed.

If there are lower level objects belonging to the Repository, for which the appropriate RS pieces are not present in OR the task to be solved is more difficult, as matches should be looked for and found not only on RS level, but on all other levels. This will result in a more heterogeneous way of building up the new product.
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Based on the above given hints the basic tasks (and inputs) of our advisor can be defined:

- It has to be distributed system, or at least a system which is automatically accessible by all users of OR.
- It has to be an object oriented system to understand and manage the objects of the Repository.
- It has to be able to make the necessary matches during search/browse activities and the evaluation of matches should be done by it, too.

A more sophisticated searching/browsing should be supported by the advisor and the target of the search/browse activities should be the approximately grouped (clustered, organized, classified) set of artifacts. By the nature of the task not only the search, but the grouping should be supported intelligently.

Hence there could be at least three intelligent procedures to be performed by the advisor system:

- Grouping the artifacts of the repository
- Grouping the RS (and other, if there are any) artifacts of the product under development
- Match-making (intelligent search) between the new product's artifacts and repository artifacts

To assist in object management in OR all artifacts (objects) will have meta-data, such as descriptors, relations, etc.

These meta-data are the attributes of the objects and all search/browse activities will use them.

A possible set of useful descriptors is the following - divided into three groups:

1. Behavioural description: type, assumptions, external data consulted, other routines used, side effects, results, definition ...
2. External properties: written for reuse ?, written with reuse ?, status, certification, validation, quality, interoperability
3. Operating environment: product/project, author, dates, applied formalism, version, operating environment, free software

Without going into details about the meaning of the above information we can imagine several possibilities of their combination for grouping and match-making.

And the advisor should have problem specific knowledge, organized into rules to make automatic selection of subsets of descriptors (and relations, etc.) to assist multidimensional search, as only multidimensional search can be successful enough.

Grouping within the repository can be changed according to the demands of the problem to be solved and then the grouping of the target product's artifacts and of the repository's artifacts should be done according to the same criteria defined by the same subsets of descriptors.

Then the same criteria would guarantee successful match-making between groups of the target artifacts and groups of OR artifacts.
8. Conclusions

As a conclusion we try to show, how the application of an advisor supported OR can meet the requirements of CKP.

Figure 1 shows a general, idealistic structure of our OR system consisting of different repositories on different computers connected by appropriate network. Users working on the same project at the same time use GUI's to communicate with the distributed OR.

These users can be developers, designers, managers, eventually with different access rights. As an example let us suppose a new product in the requirements phase, when the requirements specification is already organized and formalized into a useful, coherent set of information which has already been distributed into three subparts as Figure 2 shows. Three designers are working on their distinct tasks with the assistance and supervision of a manager. They have to find reusable parts in the OR and they have to define the necessary new parts (objects) to put the new product together.

The connections between the 3 parts are precisely defined, and everybody has to take care of them (a12, b12, a13, a23 in our example).

Let us see now, how the different CKP layers are present in the work of our designers and managers:

- Communication and data sharing is represented by the networked repositories which form OR and which have the same view from the point of view of each GUI (user)

Sharing results is present, as at each step of searching for and finding existing artifacts to be used, and at each step of defining necessary new objects (artifacts) all the users are equally informed and all of them can take advantage of the results.

Collaboration and task sharing means that independent users can work together on the same problem (part-problem), knowing and understanding the ideas of each other. Task sharing can be based on human communications (mental, written, etc.) of the agents (users), but the appropriate communication of different softwares can be imagined, too. Task sharing may mean to work on different aspects of a problem. This can be properly done by expert systems of different knowledge bases and different (or similar) inference mechanisms. In our example we plan to combine the "human" and the "computerized" task sharing.

The real CKP means the presence of all the three previous ways of cooperation at the same time (sharing data, results and tasks) in a network (web) of shared understanding. In this shared understanding not only computers and programs play important roles, but the role of the governing humans must be the most important. A kind of optimal cooperation and support of each other has to be achieved.
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